Week 07 Readings

**Chapter 11**

**Further Functions: Firs-Class Objects.**

* they can be passed around in the same way as every other value
* have their own properties and methods
* accepting other functions as parameters and being returned by other functions

**Function Properties and Methods**

* function square(x) {
* return x\*x;
* }

**Call and Apply Methods**

The call() method can be used to set the value of this inside a function to an object that is provided as the first argument.

* function sayHello(){
* return `Hello, my name is ${ this.name }`;}

**Immediately Invoked Function Expressions**

Short for IIFE

* anonymous function that, as the name suggests, is invoked as soon as it’s defined
* This is easily achieved by placing parentheses at the end of the function definition
* (function(){
* const temp = 'World';
* console.log(`Hello ${temp}`);
* })();
* << 'Hello World'

**Temporary Variables**

* There is no way to remove a variable from a scope once it’s been declared
* let a = 1;
* let b = 2;
* (()=>{
* const temp = a;
* a = b;
* b = temp;
* })();
* a;
* << 2
* b;
* << 1
* console.log(temp);
* << Error: "temp is not defined"

**Functions that Define and Rewrite Themselves**

The dynamic nature of JavaScript means that a function is able to not only call itself, but define itself, and even redefine itself.

*function* party(){

console.log('Wow this is amazing!');

party = *function*(){

console.log('Been there, got the T-Shirt');

}}

*const* beachParty = party; *// note that the party function has not been invoked*

beachParty(); *// the party() function has now been redefined, even though it hasn't been called explicitly*

<< 'Wow this is amazing!'

party();

<< 'Been there, got the T-Shirt'

beachParty(); *// but this function hasn't been redefined*

<< 'Wow this is amazing!'

beachParty(); *// no matter how many times this is called it will remain the same*<< 'Wow this is amazing!'

**Recursive Functions**

A recursive function is one that invokes itself until a certain condition is met. It’s a useful tool to use when iterative processes are involved.

* function factorial(n) {
* if (n === 0) {
* return 1;
* } else {
* return n \* factorial(n - 1);
* }}

For example, if we start with the number 18, we would have the following sequence:

18, 9, 28, 14, 7, 22, 11, 34, 17, 52, 26, 13, 40, 20, 10, 5, 16, 8, 4, 2, 1, 4, 2, 1, ...

**Callbacks**

Callbacks can be used to facilitate event-driven asynchronous programming. JavaScript is a single-threaded environment, which means only one piece of code will ever be processed at a time.

*function* wait(message, callback, seconds){

setTimeout(callback,seconds \* 1000);

console.log(message);}

*function* selfDestruct(){

console.log('BOOOOM!');

}

wait('This tape will self-destruct in five seconds ... ', selfDestruct, 5);

console.log('Hmmm, should I accept this mission or not ... ?');

<< 'This tape will self-destruct in five seconds ... '

<< 'Hmmm, should I accept this mission or not ... ? '

<< 'BOOOOM!'

**Closures:** are one of JavaScript’s most powerful features, but they can be difficult to get your head around initially.

**Functional Programming:** programming paradigm

**Chapter 13**

**Ajax:** is a technique that allows web pages to communicate asynchronously with a server, and it dynamically updates web pages without reloading. This enables data to be sent and received in the background, as well as portions of a page to be updated in response to user events, while the rest of the program continues to run.

* The use of Ajax revolutionized how websites worked, and ushered in a new age of web applications. Web pages were no longer static, but dynamic applications.

**The Fetch API**

* The XMLHttpRequest object was finally standardized by the WHATWG and W3C as part of the HTML5 specification, despite it originally being implemented by Microsoft many years earlier, and already available in most browsers.
* The Fetch API uses promises to avoid callback hell, and also streamlines a number of concepts that had become cumbersome when using the XMLHttpRequest object.

**Receiving Information**

<!doctype html>

<html lang='en'>

<head>

<meta charset='utf-8'>

<title>Ajax Example</title>

</head><body>

<button id='number'>Number Fact</button>

<button id='chuck'>Chuck Norris Fact</button>

<div id='output'> Ajax response will appear here</div>

<script src='main.js'></script>

</body>

*const* textButton = document.getElementById('number');

*const* apiButton = document.getElementById('chuck');

*const* outputDiv = document.getElementById('output');

textButton.addEventListener('click', () => {

fetch(textURL)

.then( response => {

outputDiv.innerHTML = 'Waiting for response...';

*if*(response.ok) {

*return* response;

}

*throw* Error(response.statusText);

})

.then( response => response.text() )

.then( text => outputDiv.innerText = text )

.*catch*( error => console.log('There was an error:', error))

},false);

**FormData**

The Fetch API includes the FormData interface, which makes it much easier to submit information in forms using Ajax.

A FormData instance is created using a constructor function:

const data = new FormData();

Chapter 5, 5.1 Flattening,

let arrays = [[1, 2, 3], [4, 5], [6]];

console.log(arrays.reduce((flat, current) => flat.concat(current), []));

// → [1, 2, 3, 4, 5, 6]

[1, 2, 3, 4, 5, 6]

Chapter 18, 18.2 A JavaScript Workbench

<!doctype html>

<script src="code/chapter/18\_http.js"></script>

<textarea id="code">return "hi";</textarea>

<button id="button">Run</button>

<pre id="output"></pre>

<script>

document.querySelector("#button").addEventListener("click", () => {

let code = document.querySelector("#code").value;

let outputNode = document.querySelector("#output");

try {

let result = Function(code)();

outputNode.innerText = String(result);

} catch (e) {

outputNode.innerText = "Error: " + e;

}

});

</script>

![Text

Description automatically generated](data:image/png;base64,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)